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**Цель работы**

1. Создание консольного приложения из нескольких файлов в системе программирования Visual Studio.
2. Использование классов и объектов в ОО программе.

**Постановка задачи**

1. Реализовать определение нового класса. Для демонстрации работы с объектами написать главную функцию. Продемонстрировать разные способы создания объектов и массивов объектов.
2. Структура-пара – структура с двумя полями, которые обычно имеют имена first и second. Требуется реализовать тип данных с помощью такой структуры. Во всех заданиях должны присутствовать:
3. Метод инициализации Init (метод должен контролировать значения аргументов на корректность);
4. Ввод с клавиатуры Read;
5. Вывод на экран Show.
6. Реализовать внешнюю функцию make\_тип (), где тип – тип реализуемой структуры. Функция должна получать значения для полей структуры как параметры функции и возвращать структуру как результат. При передаче ошибочных параметров следует выводить сообщение и заканчивать работу.

**Задание варианта:** поле first – дробное положительное число, оклад, поле second – целое положительное число, количество отработанных дней. Реализовать метод summa () – вычисление начисленной суммы за данное количество дней по формуле: оклад/количество\_дней\_месяца\*количество\_отработанных\_дней

**UML диаграмма**
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**Код C++**

**Fraction.h:**

#pragma once

#icnlude <iostream>

struct fraction {

double first;

int second;

void Init(double, int); // метод для инициализации полей

void Read(); // метод для чтения значений полей

void Show(); // метод для вывода значений полей

double Summa(); // вычисление степени

};

**Fraction.cpp:**

#include "fraction.h"

using namespace std;

void fraction::Init(double F, int S) {

while (F < 0 || S < 0) {

cout << "Ошибка. Введено отрицательное число. Попробуйте ещё раз: ";

cin >> F;

cin >> S;

}

first = F;

second = S;

}

void fraction::Read() {

cout << "\nfirst? ";

cin >> first;

while (first < 0) {

cout << "Ошибка. Введено отрицательное число. Попробуйте ещё раз: ";

cin >> first;

}

cout << "\nsecond? ";

cin >> second;

while (second < 0) {

cout << "Ошибка. Введено отрицательное число. Попробуйте ещё раз: ";

cin >> first;

}

}

void fraction::Show() {

cout << "\nfirst = " << first;

cout << "\nsecond = " << second;

cout << endl;

}

double fraction::Summa() {

return first \* second;

}

**Main.cpp**

#include "fraction.h"

using namespace std;

fraction make\_fraction(double F, int S) {

fraction t;

t.Init(F, S);

return t;

}

int main()

{

fraction A;

fraction B;

A.Init(3.0, 2);

B.Read();

A.Show();

B.Show();

cout << "A.Summa(" << A.first << ", " << A.second << ") = " << A.Summa() << endl;

cout << "B.Summa(" << B.first << ", " << B.second << ") = " << B.Summa() << endl;

fraction\* X = new fraction;

X->Init(2.0, 5);

X->Show();

X->Summa();

cout << "X.Summa(" << X->first << ", " << X->second << ") = " << X->Summa() << endl;

fraction mas[3];

for (int i = 0; i < 3; i++)

mas[i].Read();

for (int i = 0; i < 3; i++)

mas[i].Show();

for (int i = 0; i < 3; i++) {

mas[i].Summa();

cout << "mas[" << i << "].Summa(" << mas[i].first << ", " << mas[i].second << ") = ";

cout << mas[i].Summa() << endl;

}

fraction\* p\_mas = new fraction[3];

for (int i = 0; i < 3; i++)

p\_mas[i].Read();

for (int i = 0; i < 3; i++)

p\_mas[i].Show();

for (int i = 0; i < 3; i++) {

p\_mas[i].Summa();

cout << "p\_mas[" << i << "].Summa(" << p\_mas[i].first << ", " << p\_mas[i].second << ") = ";

cout << p\_mas[i].Summa() << endl;

}

double y;

int z;

cout << "first? ";

cin >> y;

cout << "second? ";

cin >> z;

fraction F = make\_fraction(y, z);

F.Show();

return 0;

}

**Результаты выполнения**
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![](data:image/png;base64,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)

**Контрольные вопросы**

1. ***Что такое класс?***

Класс является абстрактным типом данных, определяемым пользователем, и представляет собой модель реального объекта в виде данных и функций для работы с ними.

1. ***Что такое объект (экземпляр) класса?***

Это отдельный представитель класса, имеющий конкретное состояние и поведение, полностью определяемое классом.

1. ***Как называются поля класса?*** – Атрибуты.
2. ***Как называются функции класса?*** – Методы.
3. ***Для чего используются спецификаторы доступа?***

Спецификаторы доступа управляют видимостью элементов класса.

1. ***Для чего используется спецификатор public?***

Спецификатор public используется для описания интерфейса класса.

1. ***Для чего используется спецификатор private?***

Элементы, описанные после служебного слова private, видимы только внутри класса. В основном используется для описания атрибутов.

1. ***Если описание класса начинается со спецификатора class, то какой спецификатор доступа будет использоваться по умолчанию?*** – Private.
2. ***Если описание класса начинается со спецификатора struct, то какой спецификатор доступа будет использоваться по умолчанию?*** – Public.
3. ***Какой спецификатор доступа должен использоваться при описании интерфейса класса? Почему?***

Для описания интерфейса должен использоваться спецификатор public, так как к этим элементам можно обращаться как через объект класса, так и через объект типа соответствующего интерфейса, в отличие от private.

1. ***Каким образом можно изменить значения атрибутов экземпляра класса?***

В конструкторе, напрямую (если public) или с помощью public метода.

1. ***Каким образом можно получить значения атрибутов экземпляра класса?***

С помощью public функции, которая возвращает значение атрибута.

1. Класс описан следующим образом

Struct Student

{

string name;

int group;

……..

};

Объект класса определен следующим образом

Student \*s = new Student;

Как можно обратиться к полю name объекта s?

1. Класс описан следующим образом

Struct Student

{

string name;

int group;

……..

};

Объект класса определен следующим образом

Student s;

Как можно обратиться к полю name объекта s?

1. Класс описан следующим образом

class Student

{

string name;

int group;

……..

};

Объект класса определен следующим образом

Student \*s = new Student;

Как можно обратиться к полю name объекта s?

1. Класс описан следующим образом

class Student

{

string name;

int group;

……..

};

Объект класса определен следующим образом

Student s;

Как можно обратиться к полю name объекта s?

1. Класс описан следующим образом

class Student

{

Public:

Char\* name;

int group;

……..

};

Объект класса определен следующим образом

Student \*s = new Student;

Как можно обратиться к полю name объекта s?

Поставленные задачи можно решать следующим образом:

|  |
| --- |
| Triangle Make\_Triangle(float first, float second) {  Triangle temp;  temp.Init(first, second);  return temp; } |

2.

|  |
| --- |
| void Triangle::ShowSides() {  cout << "First = " << first << " Second = " << second << endl; }  void Triangle::ShowHipotenuse() {  cout << "Hipotenuse = " << Hipotenuse() << endl; } |

3.

|  |
| --- |
| bool Triangle::Init(float first, float second) {  if (first <= 0 || second <= 0) return false;  else  {  this->first = first;  this->second = second;  }  } |

4.

|  |
| --- |
| void Triangle::Read() {  cout << "Enter first: "; cin >> first;  cout << "Enter second: "; cin >> second;  while (first <= 0 || second <= 0)  {  cout << "U've entered incorrect data:\n\n";  cout << "Enter first again: "; cin >> first;  cout << "Enter second again: "; cin >> second;  }  cout << endl; } |

5.

|  |
| --- |
| for (int i = 0; i < size; ++i)  {  if (obj\_arr[i].Init(0.153 \* pow((i + 1), i + 2), 0.151 \* pow((i + 2), i + 1)))  {  obj\_arr[i].ShowSides();  obj\_arr[i].Hipotenuse();  obj\_arr[i].ShowHipotenuse();  cout << endl;  }  } |